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“To attain knowledge, add things every day. To attain wisdom, remove things every day.”
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Abstract

The game industry is one of the largest entertainment sectors, yet game con-

tent creation remains a time-consuming and expensive process. Procedural

Content Generation (PCG), which algorithmically generates game content, of-

fers a solution for reducing development costs while increasing replayability

and content variety. This thesis investigates how serverless computing can fur-

ther enhance PCG by improving the scalability, cost-efficiency, and flexibility

of PCG systems. This work is presents several challenges. Designing a PCG

system for serverless deployment requires careful consideration of the unique

characteristics of serverless computing, such as cold-start delays, execution time

limits, and statelessness. Moreover, game development introduces additional

constraints such as the need for low latency response, high content quality

and diversity. These requirements vary widely between game genres. Adopt-

ing a client-server architecture for PCG also introduces overhead from network

communication, particularly in terms of payload size and serialization costs.

Addressing these challenges while maintaining system modularity and scalabil-

ity requires a well thought out design approach. This research presents a novel

PCG system divided into two sub-systems: one that generates content in an

abstract format within a serverless environment, and another that transforms

this abstract content into concrete game elements. This design capitalizes on

the benefits of serverless architectures, such as dynamic scaling and reduced

operational overhead. A prototype of the system is implemented in the Unity

game engine, and is able to generate content both serverlessly, as fully locally

to improve adoption. The prototype is able to generate 2-dimensional dungeon

layouts. The system’s performance is evaluated through a set of experiments

assessing scalability, comparing content retrieval policies, and measuring the

latency overhead introduced by serverless deployment. Findings demonstrate

that serverless computing allows for scalable content generation, albeit with

trade-offs in terms of response time variability. Additionally, we find that con-

tent retrieval policies can have a large impact on latency, fitness score and



duplicate rate, where each policy provides a different trade-off. These findings

provide valuable insights for optimizing PCG systems in serverless environ-

ments, offering practical recommendations for game developers.
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Chapter 1

Introduction

Video games are a popular form of entertainment, with the worldwide number of players

being roughly 3.38 billion in 2023, and with revenues generated globally in the games in-

dustry reaching $184 billion (1). In contrast, in 2023 global streaming revenue is estimated

at a gross revenue of $65.7 billion (2) and the recorded music industry an estimated gross

revenue of $28.6 billion (3).

For a video game to be a success, it needs to have content such as a story, an environment,

2-D or 3-D models, audio, etc. The type and amount of content required differs per game,

and is dependent on factors such as game genre, scope, target audience, target platform,

etc. Content is often costly to make, as it typically requires a significant amount of work

hours to produce. For a content-heavy game, the amount of time required can go up into

the thousands to hundred thousands, depending on the scope.

Procedural content generation (PCG) is the generation of content via an algorithm.

PCG can alleviate game developers of (a part of) manual content creation. This can save

developers significant amount of time and cost, which allows them to focus on other parts

of game development. Another benefit of PCG is increasing the variation and replayability

of games, as content can easily be regenerated to produce different content than a previous

playthrough, keeping the player engaged. Additionally, PCG can generate vast amounts of

content quickly, enabling the creation of expansive worlds without a proportional increase

in resources. Furthermore, PCG provides storage benefits, as content can be generated on

the fly, making the game require less assets to be installed upfront such as entire levels,

resulting in smaller installation sizes. Examples of games making heavy use of PCG are

Minecraft, which generates entire 3-D worlds with different biomes, Terraria generating

2-D worlds, Spelunky generating platformer levels, and the Diablo franchise, generating

dungeons.
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1. INTRODUCTION

Beyond games, PCG can also benefit the metaverse, a persistent, immersive virtual

shared environment (4, 5, 6). Like video games, the metaverse requires vast amounts

of content, including 3-D environments and interactive elements. However, due to the

metaverse’s scale and real-time adaptive nature, manual content creation can often be

impractical. As the metaverse continues to grow, PCG will play a large role into shaping

the metaverse, to offer a scalable solution to diverse content generation, ensuring its long-

term sustainability.

1.1 Problem Statement

Procedural content generation has been studied extensively in academic contexts (7, 8, 9,

10, 11), as well as used in the industry (12, 13, 14, 15, 16) as a method of generating content

to increase replayability and content variety, and to reduce manual development efforts

required for content creation. However, the majority of PCG implementations described

in academic literature and in commercial applications generate content locally from within

the game engine, or use traditional client-server architectures for remote content generation

(such as dedicated servers, VMs, or containerization).

In contrast to these traditional deployment approaches, serverless computing has emerged

in recent years as a new cloud computing paradigm that offers on-demand scalability at

reduced operational effort with fine-grained billing. Serverless has seen an increase in pop-

ularity for web-services, data processing pipelines, and has seen some use in game-related

back ends (e.g., leaderboards, analytics or matchmaking). However, the application of

serverless in the context of PCG remains largely unexplored (17, 18). To the best of our

knowledge, no general purpose, open-source, research-focused serverless PCG system exists

to help guide both developers and researchers in leveraging serverless for content generation

in games.

The lack of such a system raises several problems. First, it is unclear how to design

a serverless PCG architecture that adheres to requirements common in PCG systems in

games, within the constraints posed by the serverless architecture. Second, it is unknown

how such a design can be integrated into existing game engines. Third, no experimental

data exists on how serverless deployments affect the performance of PCG systems in terms

of scalability, fitness score and duplication rate.
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1.2 Research Questions

1.2 Research Questions

Our objective is to create a serverless PCG system to investigate opportunities of serverless

in PCG. To this end, we have constructed the following research questions:

RQ-1 How to design a serverless procedural content generation system? To

construct a serverless PCG system, we first have to know what design fits our

requirements. These requirements first have to be established, based on how PCG

is applied in a non-serverless setting. Designing such a system is challenging, as no

existing serverless PCG systems exist to the best of our knowledge. In addition,

our design should be fitting for arbitrary content types and methods. This property

increase complexity as we have to design with generality in mind.

RQ-2 How to implement a serverless procedural content generation system? It

is important to implement our design of a serverless PCG system, as it contributes

to the validation of our design, as well as demonstrating its potential. Implementing

this system is challenging, because serverless is not commonly applied in gaming,

specifically in Unity, as a core part of the game’s content generation process. This

could present us with technical challenges in order to fit serverless into the existing

Unity ecosystem.

RQ-3 How to evaluate and validate a serverless procedural content generation

system? Evaluating and validating the system is important, as it allows us to

verify that the requirements we set in our design are met, by both the design and the

implementation of the system, in addition to demonstrating the performance of our

system. Evaluating and validating a serverless PCG system presents several unique

challenges. First, serverless architectures introduce performance variability due

to factors such as cold starts and unpredictability in resource allocation. Second,

isolating the impact of serverless deployment requires careful experimental setup, as

it requires distinguishing between delays introduced by the serverless infrastructure

versus the PCG algorithm itself.

1.3 Research Methodology

To answer each research question, we use the following approaches. Each approach’s num-

ber corresponds to the RQ number in the previous subsection.

3



1. INTRODUCTION

We answer each of our research questions by applying the AtLarge design process (19).

This design process is divided into several steps, called the Iterative Basic Design Cycle.

Each research question is answered by following a subset of the steps.

RM-1 We answer RQ1 by first conducting a requirements analysis through examining

existing literature on PCG, through the insights from our proposed reference ar-

chitecture, and through domain expertise. The requirements are then iterated

upon through knowledge gained during both the design and implementation of the

system.

RM-2 To understand how to implement the design, we implement a prototype of the sys-

tem following an iterative and incremental development process. This is in line with

the AtLarge design process, corresponding to step Implementation to Analyze the

Design. We essentially co-evolve the design and implementation, i.e., adjusting the

design based on constraints discovered through implementation. Furthermore, we

adopted a separation-of-concerns approach by decoupling abstract content genera-

tion from concrete instantiation, supporting extensibility and the integration into

different engines. To choose a content type that the procedural generator in our

prototype generates, we explore commonly generated content types by surveying

the literature on PCG.

RM-3 We perform an experimental analysis on the prototype developed to answer RQ2.

We do this through a performance evaluation on several key metrics, such as re-

sponse time, throughput, fitness score, and duplicate rate. These metrics are mea-

sured in different system configurations to gain insight into how different configu-

rations influence these metrics. Additionally, we validate our system through these

experiments, to test whether our system meets the requirements as defined in our

design, the answer to RQ1.

1.4 Research Contributions

This thesis makes the following contributions.

RC-1 (Conceptual) A design of a serverless procedural content generation system for

games, that is split into an abstract content generation system and a concrete

content generation system, allowing for a modular, extensible and scalable system.

4



1.5 Thesis Structure

RC-2 (Technical) A prototype of a serverless procedural content generation system for

games. We publish our prototype as a free and open-source software (FOSS) and

make it available on GitHub (20)

RC-3 (Technical) An open-source Unity package of a procedural content generation sys-

tem. This allows developers to use the system in their Unity projects. The package

supports parameterized generation requests.

RC-4 (Experimental) Real-world evaluation of the implemented system. We conducted a

set of experiments on the deployed version of the prototype in AWS to test scalabil-

ity, latency, content diversity, and fitness. We explore trade-offs in content retrieval

policies. The results provide evidence that serverless can be a viable architecture

for running procedural content generation systems at scale.

RC-5 (Technical) A system that can be used as a reference for using serverless in Unity. By

integrating serverless in a Unity package via Infrastructure as Code, our work serves

as a concrete example for developers interested in offloading compute-intensive or

content generation tasks from the Unity client to a serverless infrastructure.

1.5 Thesis Structure

This thesis is structured as follows. In Chapter 2 we provide background on both PCG and

serverless computing to provide the reader with additional context. Chapter 3 analyses

the requirements and describes the design of our serverless PCG system based on these

requirements. Chapter 4 describes how we implemented the design of the previous chapter

as a prototype serverless PCG system as a Unity package. We evaluate this system in

Chapter 5, by running simulations and benchmarks on the system in various configurations.

In Chapter 7 we summarize our work and outline future work opportunities.
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Chapter 2

Background

This chapter provides context required to understand the concepts covered in this thesis.

The first being procedural content generation, covered in the first section, and the second

being serverless computing, which is covered in the second section.

2.1 Procedural Content Generation

This section explains what PCG is, and provides a summary of both the scientific literature

on PCG and its use in games.

2.1.1 What is PCG?

Procedural content generation is the generation of content procedurally through a system

that employs an algorithm that generates the content.

Manual content creation is time consuming. PCG allows developers to save time on man-

ual content creation. It can generate potentially infinite amounts of variety and novelty.

In the context of games, PCG improves replayability of the game, as content differs be-

tween each playthrough. This can also make games more dynamic, and facilitate emergent

gameplay, as players need to adapt to the game’s generated content. Memorizing a level

is, in the case of level generation, not an option. Replayability is a desiring characteristic

of games, as it keeps players engaged with a game over longer periods of time.

One common pitfall of PCG is the 10,000 bowls of oatmeal problem coined by Kate

Compton in her GDC talk about PCG (21). The meaning of this problem is the idea

that, while a procedural generator can generate truly unique content, the content may

not be perceived as such, similar to how different bowls of oatmeal are also technically

unique, yet indistinguishable in practice. Mitigating this phenomenon requires generators

7
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Content Types

Constructive

Derived Content

generates

Procedural Generation Methods

Artificial Intelligence Evaluation-based

composed
of

Game Design

Game Systems

Game Space

Game Bits

Figure 2.1: Procedural Content Generation methods and Content Types.

that produce content with high diversity, ensuring not only technical variation but also

perceptual distinctiveness from the player’s perspective.

2.1.2 Types of content

Several types of content can be produced by PCG systems, as outlined by (7), where

the authors present six different types that content can fall in. These content types are

depicted in the lower part of 2.1. The content types are Game Bits, Game Space, Game

Systems, Game Design, and Derived Content, in order of lower- to higher-level. Each type

has multiple sub-types, for instance, the type Game Space has the sub-types Indoor Maps,

Outdoor Maps, and Bodies of Water. Each content belonging to a type may be built from

content of types of a lower level. For example, a Game Space might consist of a forest

(Game Space: Outdoor Map), that contains several maze-like dungeons (Game Space:

Indoor Maps). The forest contains tree meshes (Game Bits: Vegetation) that might also

be generated, along with their generated textures (Game Bits: Textures), and so on.

8



2.1 Procedural Content Generation

2.1.3 Types of generators

Procedural content generators employ a variety of generation methods that generate the

content. In our earlier work (22), we categorized these generation methods into three

types, namely Artificial Intelligence, Constructive, and Evaluation-based. These generation

methods are depicted in the upper part of 2.1. Each category has multiple methods.

Artificial Intelligence-based methods use machine learning algorithms, that are trained

on data with existing content, to generate new content. Constructive methods run in

fixed-time and create content by applying predefined rules, constraints, and procedural

algorithms. Evaluation-based methods evaluate their content after generation, and in the

majority of cases, search for better-evaluating content over multiple iterations. These

methods thus commonly use a search algorithm to iteratively search the space of content

and an evaluation function to evaluate each content item until content is generated that

meets the set criteria (or a threshold on the maximum number of iterations is reached).

2.1.4 Related work

PCG has been researched through the creation of PCG systems, and through meta-

research, e.g., through surveys.

In terms of surveys, the authors of (7) present a taxonomy of both content types and

generation methods. For each content type, they discuss systems that generate that content

type and which generation methods they use. Other surveys focus on specific content

types, such as (8)’s work specifically focusing on the procedural generation of dungeons,

(23) focusing on the generation of buildings, or (24) focusing on puzzle generation. In

contrast, other surveys focus on a specific generation method, such as search-based PCG

(11), deep learning based methods (25), or through quality diversity (26).

Other research typically present PCG systems using different generation methods. For

example, such as through prompt engineering (27), evolving Super Mario Bros levels using

grammatical evolution (28), or a quest generator using a planning approach (29). These

systems typically attempt to improve the quality of the content generated.

2.1.5 PCG in the industry

PCG is commonly used in the gaming industry by both small and AAA companies. Well

known examples of games that are using PCG for world generation for 3D worlds are

Minecraft, No Man’s Sky and Valheim, and Terraria for 2D worlds. Levels, e.g., dungeons,

are also commonly generated, for example in the Diablo series, Spelunky, and more recently

9



2. BACKGROUND

Lethal Company. Other games include Borderlands, which generates weapons, and Dwarf

Fortress, generating entire worlds with scenarios.

Game engines also employ PCG as tools that can be used by the game developers using

the engines. Both Unity and Unreal Engine have tools for creating and (de)forming terrain.

Unreal Engine has a first-party plugin, the Procedural Content Generation Framework1,

that allows for the procedural placement of meshes by setting up a node graph that contains

the logic for which meshes to spawn at which locations on another static mesh such as

terrain. Both engines have plugins available on their marketplaces that provide PCG tools

for other game content, such as terrain and indoor spaces.

2.2 Serverless

This section explains serverless by first describing operational challenges in software devel-

opment deployment, after which an explanation of serverless is given, and how it addresses

these challenges. Finally, we discuss how serverless and games can or are combined an

practice.

2.2.1 Operational Challenges in Software Development Deployment

There are several operational challenges in software development deployment. These op-

eration challenges can be time consuming and therefore costly.

One of such challenges is maintenance, being an integral part of software development.

Software is no longer only provided as data on disk. Instead, software is more often than

not running as a web service, or running on a computer connected to the internet. This

makes updating existing software important, and thus an important challenge is to push

updates with as little downtime as possible.

Another operational concern for any deployed application is its reliability and availability.

Reliability means the ability for a system to fulfill its tasks without producing errors or

showing performance degradation. In addition, availability means the percentage of time

the service is up and running.

Another primary concern for operations is the cost of running the infrastructure. For

non-serverless cloud services such as IaaS, the user typically keeps the deployed application

running continuously, even when the system is idle. This has cost implications.

1https://dev.epicgames.com/documentation/en-us/unreal-engine/procedural-content-generation–
framework-in-unreal-engine
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2.2 Serverless

Thus, operations can require considerable time and effort and minimizing this require-

ment allows a software organization to focus more on the core business and application

logic. Reducing operations tasks enables organizations to invest less in staff that is spe-

cialized in operations, and instead allows for investing in more software developers that

help develop the core business.

Next to operational needs, deployed applications often have varying scalability needs,

workloads and request patterns. A typical example of varying request patterns is users

engaging with the system at varying times during the day or week. For instance, for a

business application, users will typically engage with the system during work hours on

weekdays, for instance. Another example is in the context of video games, where a large

amount of users will play the game on initial launch of the game, or when a new update

has been released. Then, gradually, the users will decrease over time. But even then,

user engagement will still follow a pattern during day/night cycles or at certain days in the

week. Ideally, the application’s infrastructure would dynamically scale up and down, based

on the demand, or workload, on the system. This means scaling the infrastructure up when

there is more load on the system, and down when that load decreases. This is challenging,

as a balance needs to exist that attempts to match the available infrastructure resources

to the user demands in such a way that maximizes both performance and cost efficiency.

Having too many resources, compared to the current workload is less cost efficient, and

having less resources than needed for the current workload is detrimental for performance.

Another concern is time-to-market, as additional required operational efforts to deploy

an application can cost the developer valuable time, which reduces the time-to-market and

therefore has a negative impact on the developer’s business.

2.2.2 What is serverless?

In (30), the authors propose a refined definition of serverless:

Serverless computing is a cloud computing paradigm encompassing a class of

cloud computing platforms that allow one to develop, deploy, and run appli-

cations (or components thereof) in the cloud without allocating and managing

virtualized servers and resources or being concerned about other operational as-

pects. The responsibility for operational aspects, such as fault tolerance or the

elastic scaling of computing, storage, and communication resources to match

varying application demands, is offloaded to the cloud provider. Providers ap-

ply utilization-based billing: they charge cloud users with fine granularity, in
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proportion to the resources that applications actually consume from the cloud

infrastructure, such as computing time, memory, and storage space

The benefits of serverless include minimal operational efforts from the user, as this is the

responsibility of the cloud provider. Additionally, due to fine-grained billing, running an

application in a serverless environment can potentially be very cost-efficient. Furthermore,

in the majority of cases, serverless platforms are elastic, meaning they scale automatically

depending on increased/decreased demand. This scaling can be nearly infinite.

According to the study of (30) on the definition of serverless and its characteristics,

serverless is considered to consist of multiple services, including FaaS and BaaS. Other

X-as-a-Service service models, such as CaaS, PaaS, SaaS and IaaS are not considered

serverless. Examples of FaaS on popular cloud platforms are AWS Lambda on Ama-

zon Web Services (AWS), Cloud Functions on Google Cloud Platform (GCP), and Azure

Functions on Microsoft Azure. Examples of services that are considered BaaS are AWS

RDS (relational database), Azure Blob Storage (object storage), Google Cloud Datastore

(NoSQL datastore), and AWS SQS (message queue). An application can, thus, make use of

a combination of FaaS and BaaS services in order to be considered as employing serverless

architecture.

Certain types of applications or services are more fitting to be run in current serverless

environments than others. Firstly, applications that have components or functions that

are stateless, as each serverless function is stateless as well. Statelessness means that each

call to a serverless function is independent of other serverless function calls. Individual

serverless function calls have no knowledge of or reliance on each other. Secondly, serverless

functions should require a relatively small amount of memory and have a relatively short

runtime. Short runtime requirements are present, because FaaS offerings have a maximum

runtime, e.g., 15 minutes in the case of AWS Lambda. Additionally, applications should be

able to allow for variation in response time, as slow-starts can increase the response time

of the application. The aforementioned characteristics of serverless functions are not set

in stone and could potentially be less strict in future serverless environments (30, 31, 32) .

Serverless also has limitations. One of such limitations is cold start times, which is the

time it takes for a serverless function to initialize. These cold start times are present when

there are no existing available serverless function containers running for the respective

service, in which case it needs to boot up a fresh container, which takes more time than

running on an already initialized container.
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Another limitation is the often limited run duration of a serverless function. For example,

the most popular serverless function service, AWS Lambda, has a maximum run duration

of 15 minutes. These durations vary across different serverless providers. For example,

Google Cloud Functions have a timeout of either 9 minutes or 60 minutes, depending on

whether the first or second generation of the service is used.

2.2.3 Serverless and Games

Games often have different performance requirements compared to traditional software.

These requirements are often driven by the real–time and interactive nature of games,

where consistency and responsiveness are critical. Traditional software often have less

strict latency requirements, as opposed to games, which demand low latency, consistent

frame rates, and minimal response variability to ensure an immersive and smooth user

experience.

Game performance can be affected by numerous bottlenecks, such as rendering work-

loads that stress the graphical processing unit (GPU), game logic computation that re-

quire work from the central processing unit (CPU), high memory requirements for loading

entire game worlds in memory, or high frequency data exchanges with low latency require-

ments. Networked games also introduce requirements on latency, jitter, stability, tick-rate

or throughput. As a result, performance degradation can have a large impact on player

experience and the success of a game.

Online games primarily utilize two networking models: client-server and peer-to-peer.

In the client-server model, a set of clients connect to a single server. This server, most

often authoritative, often processes state changes and sends these state changes back to

clients. This model offers more security and control. In the peer-to-peer model, each client

directly connects to all other clients in the game. The benefit is not having to provide

servers to players, as the players themselves are the servers. However, this has security

implications, as there is no central authority. Additionally, inconsistency in game state can

occur due to the lack of a central authority. Both models often maintain the game’s state

in-memory and maintain longer-running game sessions, and thus are not easily translated

into a serverless implementation.

However, not all types of games or features in games require continuous state synchroniza-

tion and low latency, lending themselves well for running in a serverless environment. These

features include leaderboards, achievements, matchmaking, authentication, authorization,

and slower-paced games such as turn-based games. While state can most certainly be a

part of these features and genres, the state can more easily be managed inside a database,
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whereas typical game state updates that need to be synchronized very frequently with

clients are more suited to store the state in-memory.

Furthermore, some procedural generation tasks may also be decoupled from the main

game loop. When generation does not need to happen in real-time, or with lower latency

requirements, these tasks can be offloaded to a serverless system, freeing up resources on

the client side and improving performance and thus player experience.

Finally, recent research has begun to explore the feasibility of serverless architectures in

more complex game scenarios. Donkervliet et al. (18) envision large-scale MVEs to be

architected as serverless systems. In (17), serverless is used as a backend architecture to

increase the scalability of MVEs, which increased the supported player count by 140. These

studies show a growing research interest in combining serverless with games, demonstrating

its potential of selectively offloading the right game systems to improve scalability and

performance.
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Chapter 3

ProcGen: Design of a Serverless
Procedural Content Generation
System for Virtual Environments

In this section, we describe the design of the system, which answers research question 1:

How to design a serverless procedural content generation system? We follow the AtLarge

framework for design (19). This framework provides design principles to aid in the design

of distributed systems and services.

3.1 Stakeholders

We identify three stakeholders. These stakeholders drive the requirements created for the

design of the system.

ST-1 Game developers want to use PCG to enrich their games with content. Game

developers might want to generate as much content as possible, or specific parts

based on the game being developed. They want to have as much control as possible

with as little amount of complexity as possible, allowing them to generate content

that fits their game design ideas, while still saving development time.

ST-2 PCG scientists who wish to generate content to be used for PCG related exper-

iments. They want an easily extendable system that has the potential for a large

variety of generation methods. Additionally, they have a need for modularity in

content retrieval behavior, to easily test different configurations of the system.
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ST-3 Scientists from a non-PCG field that require a virtual world for their exper-

iments. These stakeholders benefit from generation that can be easily controlled

through a user-interface, as opposed to through code.

ST-4 Players are an indirect user of the system, as they play the game or application that

contains the content generated by ProcGen. They require acceptable latency to im-

prove their quality of experience, as well as content diversity to avoid repetitiveness

and give a sense of novelty throughout playing the game.

3.2 Requirements Analysis

The following is a requirements analysis following the AtLarge design framework (19). The

user referred to in our requirements is the user of the PCG system, i.e. the developer of

the game, and not the player of the game that is using the PCG system.

We formulate these requirements using a knowledge-based approach, beginning with

an initial brainstorming phase and progressing through multiple cycles of refinement and

adaptation. We form these requirements based on our existing knowledge and expertise

in PCG systems and video game development, partially gained by reviewing scientific

literature on PCG, and the construction of a reference architecture for PCG systems in

games. Then, throughout the design and implementation of our prototype (see Section 4),

we iteratively evolve our requirements. This iterative approach allows for the requirements

to evolve organically.

3.2.1 Functional Requirements

The following is the list of functional requirements the system should satisfy. The require-

ments are formulated as user stories.

FR-1 As a user, I want to generate content, so that I can reduce manual content creation

work, speeding up development, in addition to increasing replayability.

FR-2 As a user, I want to set constraints on the generated content, so that I can control

the characteristics of the generated content.

FR-3 As a user, I want separate requests for content to generate different content, so that

I can generate diverse content.

FR-4 As a user, I want to provide a seed value to the system that lets me receive the

same content for the same seed, to enable reproducibility.
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FR-5 The system must support content generation both locally and in a serverless environ-

ment, providing developers with flexible deployment options. This choice impacts

performance and cost depending on the target platform and the complexity or vol-

ume of the generated content. It is important that the system supports both of

these modes of operation, as it gives users of the system flexibility based on the

needs of their application, which promotes adoption. Furthermore, it aids in the

evaluation of the performance impact of serverless content generation.

FR-6 The system must support interchangeable content retrieval policies, allowing de-

velopers to adapt retrieval strategies based on varying performance and content

diversity requirements. This NFR further improves flexibility of the system, such

that it can more easily adapt to application requirements.

3.2.2 Non-functional Requirements

The following is a list of non-functional requirements that the system’s design should adhere

to.

NFR-1 The overhead of a serverless response shall not be larger than 2000 ms. Accept-

able loading times differ based on the type of content generated and when the

content should generate in the game (after a loading screen, during gameplay).

For acceptable Quality of Experience, level load times should be kept under 33

seconds (33). Since content generation is only a fraction of level load time, and

the serverless part of our system only generates the abstract representation of the

generated content, the overhead threshold of the serverless response should be a

fraction of the 33 seconds threshold. A threshold of 2000 ms, or approximately

6% of the 33-second upper bound, provides a reasonable and conservative perfor-

mance requirement that leaves room for other stages of both the content pipeline

(e.g., concrete instantiation, rendering) and any remaining application-specific

loading steps.

NFR-2 The system shall be capable of handling an average of 200 content generation

requests per second (RPS) during peak load without performance degradation.

This threshold is based on a workload analysis of Helldivers 2, a recent game that

uses procedural map generation. Its estimated peak player activity translates to
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Figure 3.1: Overview of the design of ProcGen

.

approximately 200 RPS when accounting for average session lengths and coop-

erative play. This rationale and the calculation behind this threshold is further

explained in Section 5.4.

NFR-3 The system shall be designed using a modular architecture to increase the main-

tainability and extensibility of the system, easing the introduction of new content

generation methods and content types. This requirement is hard to quantify di-

rectly as it is a structural property that is better assessed through qualitative

inspection of the design.

3.3 Design Overview

Figure 3.1 depicts the high level design of ProcGen. At the core of the design of ProcGen

lies a fundamental architectural decision: the separation of the system into two subsystems,

the Concrete Content Generation System (CCGS) and the Abstract Content Generation

System (ACGS). In this design, the first subsystem (CCGS) takes the abstract content
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representation generated by the latter (ACGS) to instantiate the concrete representation

of the content. This design decision has several benefits. It minimizes network payload

sizes and reduces transmission cost, as only the essential structural information of the

content is sent, rather than fully generated assets. Furthermore, it makes for more efficient

content storage, as only abstract content representation need to be stored in the data store.

Additionally, abstract and concrete subsystem implementations can change independently,

as long as they maintain the same interface, increasing extensibility. This allows developers

to introduce new content generation techniques at the abstract level, without altering the

concrete instantiation logic, or vice versa.

The CCGS ( A ) is responsible for transforming the abstract content representation into

its concrete form. This subsystem runs on the machine of the end-user playing the game, as

it is responsible for instantiation of the generated content into the game world of the player.

Some examples of concrete representations of generated content are terrain, vegetation,

NPCs, or weapons. For more examples, see Section 2.1.2. The CCGS is invoked by the

game logic, such as when the player enters a certain area or an in-game timer has elapsed.

The game logic interfaces with the CCGS through the Concrete Content Generation

Service ( C ), which it can pass some configuration or parameters to constrain or customize

the generation process. This allows the user of the CCGS to, for example, generate more

difficult content based on the player’s progression, by passing in a different configuration

that corresponds to content of a higher difficulty. The Concrete Content Generation Ser-

vice is responsible for orchestrating the content generation process on the CCGS’ side, by

making calls to both the Abstract Content Generation Service ( B ) with the given configu-

ration to generate the abstract content, as well as the Concrete Content Instantiator ( D ),

by passing it the generated abstract content.

The Abstract Content Generation Service( B ) is responsible for setting up the request to

the serverlessly deployed Abstract Content Generation System (ACGS) ( E ), depicted in

green. It makes sure that the request is in a format that can be accepted by the ACGS, for

example a HTTP POST request with a properly formatted and validated JSON request

body. Once the ACGS has received the content generation request and has completed the

generation process (explained in the next paragraph), the generated abstract representation

of the content is returned to the Concrete Content Instantiator ( D ). This component is

responsible for the actual transformation from abstract to concrete representation. This

concrete content is then instantiated, or spawned, into the Game World.

As mentioned previously, for the CCGS ( A ) to obtain abstract content that it can trans-

form into its concrete representation, it makes calls to the Abstract Content Generation
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System (ACGS) ( E ). The ACGS runs as a serverless application (although it can run on

the same machine as the CCGS, and even in the same game engine). Requests can be made

to the ACGS for abstract content, with the option to pass parameters with the request

for constraints on the generation process. Incoming requests are received by the ACGS

and handled by the Abstract Content Retriever ( F ). This component is responsible for

orchestrating the retrieval process of the abstract content. Retrieval in this context means

using a retrieval policy ( G ) to either generate new content or fetch previously generated

abstract content from a data store.

These policies differ in their logic on when to generate or fetch, and each policy has

different use cases and performance implications (see Section 3.4 for a description of the

retrieval policies designed in this thesis). In the case when new content needs to be gen-

erated, the retrieval policy calls the Abstract Content Generator ( H ) to generate new

content. The generator employs a content generation method to generate the content (see

Section 2.1.3 for more background on different content generators). This content generator

should generate content in an abstract content representation. Then, based on the logic

of the policy used, the generated content can be stored in a data store, such that it can

be re-used in subsequent requests. Alternatively, when the retrieval policy decides to fetch

previously generated content, it uses the Abstract Content Repository ( I ) to fetch the

content from an Abstract Content Store ( J ). The repository can do so by querying the

data store based on parameters given through the request that was sent by the CCGS.

Whether the content’s requirements satisfy the constraints given by the parameters can

be influenced by the strictness of the policy used. In the case that the data store does not

contain satisfying content, the policy can choose to generate the content after all.

The type of data store used (( J ) in Figure 3.1) is not enforced by the design. Choosing

a fitting data storage solution depends on several factors. One factor being the frequency

of reads from the data store and another being the frequency of writes to the data store.

Another factor is the query requirements in terms of complexity, i.e. the number of fields

queried simultaneously. For content that has multiple dimensions in terms of content

characteristics, the storage system should support querying on multiple dimensions. The

impact of each of these factors is also influenced by the content retrieval policies used.

An extreme example would be for an implementation that only uses retrieval policies with

a fetch probability of 0%, meaning no data store would ever be used and content would

always be generated on the fly, thus no data store would be required.

When the Abstract Content Retriever ( F ) has used the policy to go through the process

of retrieving content that satisfies the constraints, it returns the abstract content to the Ab-
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Policy Fetch Probability FitnessThreshold
Always Generate, Low Match 0.0 0.5
Always Generate, Medium Match 0.0 0.8
Always Generate, Exact Match 0.0 1.0
Balanced Fetch, Low Match 0.5 0.5
Balanced Fetch, Medium Match 0.5 0.8
Balanced Fetch, Exact Match 0.5 1.0
Always Fetch, Low Match 1.0 0.5
Always Fetch, Medium Match 1.0 0.8
Always Fetch, Exact Match 1.0 1.0

Table 3.1: Retrieval policies, with their configurations in terms of fetch probability and fitness
threshold.

stract Content Generation Service ( B ), which returns it to its caller, the Concrete Content

Generation Service ( C ). As discussed previously, this service passes the abstract content

to the Concrete Content Instantiator ( D ), after which the entire process is complete and

the generated content has spawned in the Game World.

3.4 Content Retrieval Policies

The policies designed in this work are outlined in table 3.1 , and differ in terms of two

properties: Fetch probability and Fitness threshold.

Fetch probability is the chance that the policy will attempt to fetch existing content from

the data store, rather than generate new content. A fetch probability of 0 indicates that

content will always be generated, while a value of 1 implies that the content will always be

fetched if it meets the relevant criteria. Intermediate values represent a balanced approach

where fetching occurs probabilistically. Policies with a fetch probability > 0 are considered

’pre-generation-based policies’, as they make use of pre-generated content, with the goal

to reduce the latency of the system.

Fitness threshold is the minimum fitness score for a content item to be eligible to be

returned to the user. Fitness score is a function F (A,B), where A and B represent the

characteristics or properties of a content item. The function produces a score between 0

and 1, with higher values indicating a closer match between the items. For example, when

a fitness threshold is set at 0.8, a content item will only be fetched if the score between

its properties and those specified in the request is 0.8 or greater. This is a domain-specific

function, dependent on the content and its characteristics.
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These two properties were chosen to be able to influence several performance metrics of

the PCG system, namely latency, fitness score, and duplicate rate. The importance, or

acceptable range, of these metrics varies between applications. The latency indicates the

time between sending the request to the system and receiving a response from the system.

This metric is important as content generation can be time sensitive. The fitness score

indicates how close the content returned by the system is to the parameters in the request

to the system. Some applications have strict criteria for content characteristics, e.g. when

a game’s difficulty is influenced by the retrieved content, which means the fitness score

of retrieved content is of importance. The duplicate rate is another performance metric,

which indicates the number of duplicate content items in a set of requests. This can be

important for applications that require novelty in their content, for example to increase

replayability and novelty of the games. Experiment 5.5 explores the impact of the different

policies outlined in Table 3.1 on these metrics.

For each policy, each time content is generated, the content may be persisted to the data

store. In a production environment, this behavior might be desirable to allow the data

store to grow over time, progressively enhancing the range of cached content. However, in

an experimental setup, this behavior can be less desirable to ensure that the data store

stays in a fixed state over the duration of the experiment. It is important to note that if

this behavior is implemented, the data store would grow indefinitely. As such, a pruning

mechanism would be required to manage the data store’s size. However, such mechanisms

are outside the scope of this design.

3.5 Considerations for Serverless PCG Design

This section examines how serverless computing and procedural content generation interact

to address key goals in designing a scalable and efficient serverless PCG system. These goals

include reducing latency, enhancing scalability, and supporting diverse content generation

methods and types. By analyzing these interactions, we derive actionable insights to inform

the high-level system design.

Reducing Latency

Reducing latency of PCG systems in games is important due to the real-time nature of

games. Serverless computing introduces both challenges and opportunities in minimizing

latency.

22



3.5 Considerations for Serverless PCG Design

Serverless functions often experience cold starts when no functions instances are avail-

able. This initialization delay can be problematic for time-sensitive PCG tasks. To partially

mitigate this, pre-generation and caching of content can be used to reduce latency.

To minimize data transfer overheads, abstract content representations can be used which

are smaller in size, as opposed to transferring concrete content representations over the

network, which can be significantly larger in size due to assets needing to be transferred.

By offloading the abstract generation task to the serverless back-end while minimizing the

size of transmitted data, the system balances responsiveness with efficiency.

Enhancing Scalability

Games and PCG systems often face unpredictable workloads, such as spikes during game

launch events or user driven content generation surges. Serverless computing’s elasticity

aligns well with these scalability needs.

Serverless platforms dynamically allocate resources on demand, ensuring that bursty

workloads do not overwhelm the system. In addition, a steady increase in request volume

over longer periods of time result in automatic scaling, requiring minimal to no manual

maintenance.

Serverless computing employs fine-grained billing, charging only for actual usage. This

allows the PCG system to scale cost-effectively, generating content during periods of high

demand without maintaining idle resources during low-activity periods.

Supporting Diverse Content Generation Methods and Types

The design of a serverless PCG system must accommodate a wide range of content gener-

ation methods and types, each with unique computational and resource requirements.

Constructive methods generate content deterministically in fixed time, making them

ideal for serverless deployment. Their predictable resource usage ensures compatibility

with runtime and memory constraints of serverless platforms.

In contrast, methods that require iterative computation such as search-based methods

pose challenges for serverless deployment due to runtime limits. Ensuring a limit on the

runtime of these methods and employing pre-generation and caching mechanisms can over-

come these constraints.

Using abstract representations of content (e.g., symbolic dungeon layouts) allows for

efficient transmission and flexible client-side instantiation. This separation of abstract and
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concrete content generation ensures that diverse content types can be supported without

overwhelming serverless or client-side resources.

Implications for Design

The above considerations influence the high-level design of the system. To minimize la-

tency, pre-generation or caching of generated content can be used, in combination with

policies that encapsulate the logic of fetching versus generating and storing content. Fur-

thermore, by only generating abstract content representations in the serverless environ-

ment and transforming the abstract representation into concrete assets on the client-side,

we ensure efficient data transmission and a balance between offloading on client-side com-

putation. Lastly, a modular architecture ensures extensibility to diverse PCG methods

and content types.

3.6 Design Alternatives

This section describes the design alternatives and the reasoning for choosing our approach,

opposed to these alternatives.

Deployment Models

A fundamental decision made in the design of this system is offloading PCG content gen-

eration to a serverlessly deployed system. While the choice of serverless is central to our

first research question (RQ-1 How to design a serverless procedural content generation

system?), it is worth exploring alternative deployment models and their trade-offs.

One option is to use dedicated virtual machines in a cloud or on-premise environment.

The benefit of this is full control over the OS, runtime environment, and software stack,

allowing for fine-tuned optimizations. Additionally, costs are more predictable since they

are constrained to the VM’s configuration. Moreover, a VM-based system is always ac-

tive, eliminating the latency spikes caused by cold starts in serverless environments. This

approach also has drawbacks, namely, scalability is limited, as scaling requires manual

provisioning. Furthermore, maintenance is higher as the user is responsible for the man-

agement of the operations, which means regular patching, monitoring and configuring the

server. Another drawback is resource inefficiency, since resources are allocated regardless

of whether they are fully utilized, potentially increasing costs during idle periods.

A deployment model with scalability characteristics closer to a serverlessly deployed sys-

tem is container orchestration. This approach makes the ACGS containerized and deployed
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in a cluster of containers, leveraging features such as automated scaling and resource man-

agement. This approach has the benefit of horizontal scaling, similar to serverless, where

containers are spun up or down depending on demand. This also makes the approach more

cost effective, as the available infrastructure can more closely match demand, meaning less

cost and wasted resources. Furthermore, container orchestration tools often provide built-

in features for fault tolerance, offering high availability. A disadvantage of this approach

is the operational complexity that it requires, where the container orchestration tool needs

to be set up, managed and monitored, as well as the maintenance of the container images

themselves. Similar to serverless, containers require start up time if they are scaled down

during idle periods. Additionally, while cost effective, container orchestration can incur a

higher baseline cost compared to serverless functions, especially for small workloads.

Ultimately, the serverless deployment model was chosen not only because of our research

focus but also due to its inherent advantages. Serverless architectures excel at dynamically

scaling to meet fluctuating demand, significantly reducing operational overhead. Addition-

ally, their pay-as-you-go pricing model ensures cost efficiency, particularly for workloads

with bursty or unpredictable usage patterns.

Separation of Abstract and Concrete Content Generation

Our design splits abstract and concrete content generation as separate subsystems, where

the abstract content generation system runs serverlessly and the concrete content gen-

eration system runs on client-side. An alternative approach would be to combine both

tasks into the same system. This would mean that the both abstract and concrete genera-

tion happens on the serverlessly deployed system, and the concrete content would be sent

over the network to the client. The benefit of this approach is that all generation-related

computation would be offloaded to the serverlessly deployed system, reducing client-side

computational overhead.

While this approach reduces the client-side workload in terms of computation required for

generation, it introduces several trade-offs that affect system performance and flexibility.

Firstly, due to the increase in offloading, the response time of the deployed system will

increase. This is due to the PCG system needing to transform the abstract content into

its concrete format, as well as due to the size increase of the payloads, which now include

the entire generated/placed assets. Depending on the content type, concrete generation

payloads could grow by an order of magnitude, from kilobytes to megabytes, due to the size

and type of assets (e.g., textures or 3D models). Secondly, there are cost concerns, as the

increased runtime due to waiting on the generation of fully generated assets will lead to a
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higher cost. Lastly, centralizing concrete generation might reduce the flexibility developers

have to tweak or adapt the content, as altering the content in its abstract format is easier

than when the content is already in its concrete asset form.
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Chapter 4

Implementing a Prototype of
ProcGen

In this chapter, we present the implementation of our prototype of the design for a serverless

procedural content generation system. The implementation follows the design that was

outlined in Chapter 3. We implement our design as a Unity package that is able to

generate two-dimensional dungeons.

4.1 Dungeon Generation Requirements

This section describes the requirements of our implementation of a prototype that follows

the design that was outlined in Chapter 3. In addition to having the same requirements

as the design, we have created requirements specific to the prototype.

FR-DG-1 The system should create dungeons from user-created rooms by procedurally

connecting rooms.

FR-DG-2 The user should be able to specify a desired dungeon depth (number of rooms

to reach the final room).

FR-DG-3 The user should be able to specify the desired dungeon branching depth (depth

of the number of rooms branching off of the main path).

FR-DG-4 Dungeons should have an abstract and a concrete representation.
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Figure 4.1: An overview of our prototype of ProcGen.

4.2 Overview of ProcGen

Our prototype, named ProcGen, is shown in Figure 4.1. ProcGen generates 2-dimensional

dungeons, where the user can specify the desired number of rooms on the main path and

the branching depth. The main path is defined as the number of rooms that need to be

crossed in order to reach the end of the dungeon, starting from some room that is marked as

the starting room. The branching depth is defined as the maximum number of subsequent

rooms that are adjacent to any room on the main path. See 4.2.4 for more information on

how ProcGen generates dungeons.

ProcGen is split up into two sub-systems, the Concrete Content Generation System

(CCGS), depicted in blue, and the Abstract Content Generation System (ACGS), depicted

in green. The CCGS exist in the Unity environment, which is running on the client, whereas

the ACGS can run in both the Unity environment (i.e. locally), as well as serverlessly (i.e.

remotely). When it is running serverlessly, the components, which are implemented as C#

classes, still exist in the Unity package’s code base.
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4.2.1 Concrete Content Generation System

The CCGS is responsible for transforming the abstract representation of the content into

its concrete representation. This concrete representation is in the form of prefabs in the

Unity scene.

The DungeonManager ( B ) is the only MonoBehaviour1 in the system. MonoBehaviours

are a fundamental component class in Unity that provide a way to add behaviour and

functionality to GameObjects. In this case, the MonoBehaviour acts as a way for the user

(developer) to interact with ProcGen, allowing configuration of the settings of the content

generation system. The DungeonManager is responsible for orchestrating the generation

of a dungeon by invoking the DungeonGeneratorService ( A ) with a given configuration.

The configuration is defined in the DungeonGenerationConfig ( C ), which has a set of

configuration options that are specific to the content generation algorithm and the content

type it generates.

The DungeonGeneratorService ( A ) is responsible for making calls to the Abstract Con-

tent Generation System. When ProcGen is running with a serverlessly deployed ACGS,

these calls are done through HTTP POST requests, where the DungeonGenerationConfig

is serialized into its JSON representation and put into the POST body of the request. In

the case where the ACGS is running locally, the entry class of the ACGS is called directly.

This entry class is the DungeonRetriever ( H ), which is explained in more detail in subsec-

tion 4.2.2. The DungeonRetriever returns an abstract representation of a dungeon in the

form of a DungeonDTO ( M ), which is a serializable version of a Dungeon ( L ).

When the DungeonGeneratorService ( A ) has obtained a DungeonDTO, it returns it to

the DungeonManager, which then calls the DungeonPrefabInstantiator ( D ) to handle the

instantiation of the prefabs by transforming the abstract representation of a Dungeon ( L )

into a set prefabs instantiated in the Unity Scene.

4.2.2 Abstract Content Generation System

The ACGS (in green) is responsible for generating the abstract content representation, and

can be run locally or serverlessly. On a high level, it takes as input the DungeonGenera-

tionConfig ( G ) (which is the same as ( C )) and returns a Dungeon ( L ) in the form of a

DungeonDTO ( M ), which is a serializable version of a Dungeon that is able to be stored

in a data store. This Dungeon is the data representation that is later to be transformed

into Unity prefab instantiations (i.e. their concrete representation) by the CCGS.

1https://docs.unity3d.com/Manual/class-MonoBehaviour.html
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In front of the ACGS is an AWS API Gateway1 ( E ) which acts as an API front-end

that routes incoming requests to our ACGS. The API Gateway is a serverless service

which provides secure and scalable routing and event forwarding with built-in monitoring.

The ACGS is deployed as a Lambda function ( F ), which triggers when the API Gateway

receives a request on a specified endpoint. The API Gateway creates a corresponding

event object and invokes the Lambda function. This happens through an internal AWS

invocation mechanism. The Lambda function contains the code of our ACGS, where

the incoming event is handled by the LambdaHandler ( I ). This handler transforms the

event object into a DungeonGenerationConfig ( G ) and calls the DungeonRetriever ( H )

to generate or fetch a DungeonDTO. The LambdaHandler is only compiled when deployed

in the serverless environment through conditional compilation pre-precessor directives in

C#.

The DungeonRetriever ( H ) is responsible for handling requests for Dungeons and re-

sponding with a Dungeon that matches the constraints specified in the parameters for

the request. These constraints are specified in the DungeonGenerationConfig ( G ) and the

DungeonRetriever passes these constraints to the DungeonRetrievalPolicy ( J ) that it uses.

The retrieval of DungeonDTOs in the retriever is done asynchronously as Dungeons can

be fetched from a data store, depending on the retrieval policy used.

The DungeonRetrievalPolicy ( J ) uses a DungeonGenerator ( K ) and a DungeonDTO-

Repository ( N ) to provide the DungeonRetriever with DungeonDTOs ( M ). This policy is

specified in the DungeonGenerationConfig, and is concerned with balancing performance

against content quality. The retrieval policy dictates the probability of generating a new

dungeon using the generator, or fetching an existing dungeon using the repository (as the

parameter fetch probability), as well as the strictness of how close the retrieved content

should be to the constraint set in the DungeonGenerationConfig (as the parameter fitness

threshold).

In the case where a new dungeon needs to be generated, a DungeonGenerator ( K )

is used. This component contains an algorithm to generate Dungeons and can easily

be swapped out by a different Dungeon generating algorithm, as it uses the IDungeon-

Generator interface (not depicted in Figure 4.1). The input to a DungeonGenerator is

a DungeonGenerationConfig ( G ), which contains the input parameters used by the dun-

geon generation algorithm. In our case, this contains the desired depth of the main path,

and the desired branching depth, as well as the room templates that should be used by

the generator to generate the dungeon with. The output of the generator is a Dungeon
1https://aws.amazon.com/api-gateway/
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( L ), which specifies where each dungeon room should be placed in terms of location and

rotation.

Alternatively, a dungeon can fetched from the data store using the DungeonDTORepos-

itory ( N ). This repository is responsible for encapsulating the logic of accessing the dun-

geons from a data store. This component provides functions to add DungeonDTOs to a

data store, and fetch random DungeonDTOs from the data store, given a set of constraints

such as desired main path or branching depth.

We store our DungeonDTOs ( M ) in a relational database (but an implementation of

a repository using a NoSQL database is also present in the prototype). This relational

database is provided as a service on AWS named RDS (Relational Database Service)( O ).

The DungeonDTOs contain the number of rooms on the main path, the desired branching

depth, and the dungeon itself as a JSON string. Essentially, this data structure is as

a set of properties describing the characteristics of the data, and the data itself. These

characteristics are calculated once upon generation of the dungeon and stored with the

dungeon record. To query the data, we query the characteristics, which is more efficient,

as opposed to needing to calculate the characteristics at query-time.

4.2.3 Infrastructure as Code

This subsection explain how we employ Infrastructure as Code (IaC) in ProcGen. IaC is a

way for developers to write the infrastructure required to deploy a system as code or config-

uration files. This configuration defines what the final state should be of the infrastructure

for your application or use case, and the IaC tool will determine how to achieve that state.

The benefit of this is that you do not need to manually set up infrastructure through, for

example, graphical user interfaces in cloud environments, which is time consuming and er-

ror prone. Additionally, it allows you to version control your infrastructure configurations,

where the IaC files can be stored in for example a Git repository. Furthermore, it is easier

to replicate an infrastructure to improve consistency between deployments.

The IaC tool that we used is AWS Serverless Application Model (SAM)1. AWS SAM is

an open-source framework that provides a way to define serverless resources such as AWS

Lambda functions, API Gateway endpoints and databases in AWS. AWS SAM allows you

to define all the infrastructure/resources needed to run an application in AWS in the form

of yaml files. AWS SAM extends AWS CloudFormation2, by providing a more simple

1https://aws.amazon.com/serverless/sam/
2https://docs.aws.amazon.com/cloudformation/
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(a) The base room with
floor tiles and doors, with-
out any walls.

(b) The room with floor
tiles, doors and outer walls
only.

(c) A room with less floor
tiles, but the same size as
4.2a and 4.2b.

(d) A variant of the above
rooms, with an inner wall
configuration.

(e) Another variant of the
above two rooms, with an
inner wall configuration.

Figure 4.2: Five dungeon rooms with the same size and door configuration. The gray cells
are floor tiles, the orange cells doors, and the brown cells walls.

syntax with higher-level abstractions. AWS CloudFormation is a lower-level IaC service

on AWS. We chose SAM over CloudFormation as it is simpler to use.

Our yaml template file for ProcGen consists of an API Gateway, a Lambda function, an

RDS Database, and a set of policies required to perform the necessary actions to set up the

infrastructure. More details of the function of these resources can be found in Subsection

4.2.2.

4.2.4 Dungeon Generation Algorithm

This subsection explains the dungeon generation algorithm that we use in ProcGen. This

algorithm generates the abstract dungeon representation. An example of the abstract rep-

resentation of a dungeon, alongside the corresponding concrete representation, is provided

in Appendix 7.3 .

The algorithm that we implemented in our prototype is a constructive dungeon genera-

tion algorithm. Constructive algorithms construct their content step-by-step, as opposed to
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(a) m=5, b=2 (b) m=5, b=10 (c) m=10, b=5

(d) m=25, b=5 (e) m=25, b=25

Figure 4.3: Five dungeons with various configurations, where m is the number of rooms on
the main path (excluding the first room), and b is the desired number of rooms on the branch
path. The entrance room is green, the exit room is red, the rooms on the main path are beige,
and the rooms on branching paths are gray.

search-based algorithms, which generate content by exploring a solution space and evaluat-

ing candidates against a set of criteria. Constructive algorithms build content sequentially,

ensuring that each addition is valid according to predefined rules, making them faster,

more predictable and often times simpler.

Our dungeon generation algorithm is grid-based, meaning that each cell in a grid can have

a value that represents some game element. In our implementation, we use two different

elements: a door or a floor tile. A hard-constraint is that each room should have at least

one door, where each door is made up of two adjacent door cells. Another hard-constraint

is that each room should have its doors on the outer cells of the room. This makes it easier

to connect rooms together, as rooms without this constraint risk overlapping their floor

cells when aligning doors with adjacent rooms.
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While we could have also included a wall element, we decided not to. The reason for

this is that for a room with a certain configuration of floor tiles and doors, we can now

create multiple variants of wall configurations. An example of this is given in Figure 4.2.

The room in Figure 4.2a is an example of a room that we use for constructing dungeons.

This could be seen to implicitly have walls around it, as seen in Figure 4.2b. This is not

mandatory, however, and open outer-walls could have a different representation, e.g. an

abyss, in specific game scenarios. Then, based on the open-space and door-based room of

Figure 4.2a, we could ’fill-in’ the walls in different configurations, as can be seen in Figure

4.2d and Figure 4.2e. These dungeon rooms with walls could be manually created as sub-

templates, or generated through a separate algorithm step. However, in this work we have

not implemented any system to either choose these sub-templates or generate them, as

they are not required to have a valid dungeon and demonstrate our prototype.

The algorithm works as follows. Pre-designed dungeon rooms, again, consisting of door-

and floor cells, are provided to the algorithm to use as templates. The user can provide the

desired depth on the main path, the desired branching depth and the maximum number

of retries as parameters to the algorithm. The desired depth on the main path represents

how deep the dungeon should be in terms of rooms to traverse through from the entrance

to the exit. For example, a dungeon with a desired depth of five requires the user or player

to move through five doors in order to reach the exit room. This means the dungeon has

a total of six rooms on the main path, an entrance, an exit, and four rooms in-between.

When the algorithm starts generating the dungeon, we first construct the main path.

We do this by selecting a random room from the set of templates. Then, until the desired

branching depth is reached, we keep selecting rooms from the set of templates and connect-

ing them to the last placed room. Connection is done by lining up the 2-cell-wide doors

that exist in each dungeon room template. To find a valid connection between rooms, we

line up the selected room to the last placed room and check if their doors align. If not, we

keep moving the selected room along the available door of the last placed room, rotating

when all cells of a side have been tried, until a connection is found. If no connection is

found, we randomly select another room from the set of templates. When the desired

branching depth is reached, we mark the last room as the exit room.

Now that we have a ’main path’, that is, a path from the entrance to the exit, we can

work on constructing branching rooms. Branching rooms are rooms that form a path from

doors that have no connection yet. These paths are thus connected to rooms on the main

path that have three or more doors (where two are already connected in order to be part of

the main path). For each available door, we use the same technique of selecting a random
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room from the set of template rooms and trying to make a connection between the rooms.

We keep repeating this until the desired branching depth is reached from the original

available door from the main path. This procedure is then repeated for each available door

on the main path. It can occur that at some point no room from the set of template rooms

can be successfully connected, but the desired branching depth has not been reached yet.

When this is the case, the algorithm disconnects the last placed room and continues with

connecting randomly selected template rooms. We call this ’walking back’, and when the

algorithm consecutively fails to reach the desired branching depth, a counter increases. At

certain thresholds, the number of steps to walk back increases, in an attempt to speed up

the process when certain room connections are in place that make it very unlikely to ever

reach the desired branching depth. The thresholds for the number of steps to walk back

have been determined through trial and error.

4.2.5 Fitness Function

We implemented a fitness function, so that we can use it to filter dungeons retrieved from

the database when the dungeon retrieval policy decides to fetch a dungeon, instead of

generating it. Retrieval policies have a fitness threshold set that determines the minimum

fitness score the dungeons in the data store should have in order to be deemed eligible for

retrieval.

The fitness function (see Equation 4.1) takes as input the desired depth on the main and

branching paths, and the dungeon’s actual depth on the main and branching paths. The

output of the fitness function is a fitness score between 0 and 1 that expresses how similar

the dungeon is to the desired values. A fitness score of 1 has perfect fitness, i.e. a perfect

match between the configuration and the dungeon.

FitnessScore = F (dm, db, am, ab) (4.1)

where:

dm = desired main depth

db = desired branching depth

am = actual main depth

ab = actual branching depth
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To calculate the fitness score (Equation 4.2), we first compute a normalized score between

0 and 1 for each dungeon configuration criterion: the depth score sd and breadth score sb.

The average of these two scores is then taken to obtain the final fitness score.

FitnessScore = max

(
0,min

(
1,

sd + sb
n

))
(4.2)

where:

sd = depth score

sb = breadth score

n = 2 (the number of criteria)

To calculate the score per criterion (see Equation 4.3), we take the deviation between the

actual criterion (a) and desired criterion (d), and compare that against a max deviation

value that is based off of the desired criterion’s value and a maximum deviation factor.

For example, for sd, if the desired depth on the main path of 12, and the dungeon to

compare against has a main path depth of 9, the deviation is their difference, namely

|9 − 12| = 3. The maximum allowed deviation is computed by multiplying the desired

value d with a configurable deviation factor f . The configurable deviation factor allows us

to tweak how aggressive our fitness function is, where increasing the value would reduce the

aggressiveness of our fitness function as the max increases. In our current implementation,

we simply took a value of 1 for the max deviation factor. Consequently, our max deviation

is equal to 12 ∗ 1 = 12. We normalize the deviation by dividing it by the maximum

deviation (e.g., 9/12 = 0.75) and subtract the result from 1, yielding a final score of

sd = 1− (9/12) = 0.25

criterionScore = s =

1− |a− d|
d · f

if |a− d| < d · f

0 otherwise
(4.3)

where:

a = actual criterion value (e.g., number of rooms)

d = desired criterion value

f = maximum deviation factor (i.e., MAX_DEVIATION_FACTOR)
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This fitness function is in theory able to support an arbitrary number of criteria by

adding additional criterion scores to the equation, although our current implementation

uses two (main path- and branching path depth). Additionally, the fitness function’s

aggressiveness is able to be tweaked via the max deviation factor, allowing for flexibility

based on the requirements of the domain. An improvement on this fitness function could

be a weight value per criterion, such that each criterion’s weight on the final fitness score

can be configured.

For a code implementation in C#, see Listing 4.1. This implementation directly mirrors

the mathematical formulation in Equations 4.1, 4.2 and 4.3. In the code, the parameter

IDungeonMetadata dungeonDTO contains the dungeon’s scores (am, ab). The desiredDepth

(dm) and desiredBreadth (db) are member variables of the class.

Listing 4.1: Function to compute fitness score of a dungeon in relation to a desired dungeon
configuration.

pub l i c f loat GetFitnessScore ( IDungeonMetadata dungeonDTO)
{

f loat depthScore = Ca lcu la t eScore (
dungeonDTO . NumberOfRoomsOnMainPath ,
des iredDepth

) ;
f loat breadthScore = Ca lcu la t eScore (

dungeonDTO . DesiredBranchingDepth ,
des i redBreadth

) ;
return Math .Max(

0 ,
Math . Min (1 , ( depthScore + breadthScore ) / 2)

) ;
}

p r i va t e f loat Calcu la t eScore ( int actua l , int de s i r ed )
{

f loat dev i a t i on = Math . Abs ( ac tua l − de s i r ed ) ;
f loat maxDeviation = ( de s i r ed ∗ MAX_DEVIATION_FACTOR) ;
i f ( d ev i a t i on >= maxDeviation )

return 0 ;
return 1 − ( dev i a t i on / maxDeviation ) ;

}

37



4. IMPLEMENTING A PROTOTYPE OF PROCGEN

4.3 Constraints and implementation design considerations

We chose to implement the abstract content generation system in plain C#, thus not

running in a Unity environment, for several reasons. Firstly, this approach ensures that

the data format we send over the network is Unity/engine agnostic, in our case in JSON

format. This means our ACGS could be utilized by other game engines, which would

only need to implement the concrete content generation system. Secondly, by avoiding the

initialization of a headless Unity instance, we reduce the cold start time of our Lambda

function. This separation also offers development flexibility, as developers can focus on the

abstract generation logic without needing Unity-specific knowledge. Moreover, it simplifies

testing, enabling the use of standard C# testing frameworks to accelerate development

cycles and improve reliability. Finally, this approach aligns with microservice architecture

principles, promoting system modularity and maintainability.

In terms of data storage, initially, no specific type of data store was chosen as the Abstract

Content Store ( J ) in Figure 3.1. Earlier versions of the prototype used a NoSQL data

store, as this is a common implementation for storing data for serverless applications (34).

During development, our query requirements extended, as we needed to query on multiple

content characteristics. Due to this change in requirements, the use of the NoSQL data

store posed challenges, as querying on multiple fields has limited efficiency compared to

SQL. We therefore changed our data storage technology to a relational database (MySQL).

This allows us to easily query on multiple fields simultaneously. The drawback here is

that our database no longer scales horizontally, and has lower availability than a NoSQL

solution.
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Chapter 5

Evaluating ProcGen through
Real-World Experiments

This chapter answers our third research question: How to evaluate and validate a

serverless procedural content generation system? Core to the evaluation of our

system is testing whether we adhere to the requirements set in Section 3, especially the

non-functional requirements. Additionally, our goal is to gain insights into when and how

a PCG system can benefit from serverless.

5.1 Main Findings

This section describes the main findings of our evaluation.

MF-1 The system scales well under increased load. During load testing, response times

initially spiked due to cold starts (2500 ms average, 4500 ms 95th percentile), but

stabilized around 300 ms on average (5̃00 ms 95th percentile), even at high request

rates (360 requests per second) from a workload modeled to reflect real-world con-

ditions. (Section 5.4)

MF-2 Serverless PCG can reduce perceived generation time by up to 10x, when using

pre-generation-based policies. We find that policies with higher fetch probabilities

reduce perceived generation time due to latency hiding, with an average of 1000 ms

latency for policies that do not fetch, versus an average of 100ms latency for policies

that always fetch. This benefit comes with trade-offs to both fitness score and

duplicate rate. (Section 5.5)
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MF-3 Retrieval policies with higher fetch probabilities result in lower latency, where a

policy with 100% fetch probability achieves latencies in the hundreds of millisec-

onds. In contrast, purely generated content policies experience significantly higher

latencies, ranging from several seconds to tens of seconds. (Section 5.5)

MF-4 We observe a strong inverse correlation between fetch probability and the achieved

fitness score of the acquired content, for policies with a lower fitness threshold.

Retrieval policies with higher fetch probabilities and lower fitness thresholds tend

to reduce the fitness score of retrieved content. Policies with a 0% fetch probability

consistently achieve a perfect fitness score of 1.0, as all content is generated from

scratch. In contrast, non-zero fetch probabilities cause the fitness score to approach

the policy’s fitness threshold, with higher fetch probabilities bringing the score

closer to the threshold. This is an expected result, because content generated

for the specific request will meet the requirements of the request, whereas fetched

content is selected from a cache with pre-generated generic content. (Section 5.5)

MF-5 Retrieval policies with a higher fetch probability increase the risk of returning

duplicate results, increasing the duplicate rate. The impact of a pre-generation-

based policy on duplicate rate can be partially diminished by increasing the size of

the data store. (Section 5.5)

MF-6 Cold starts introduce increased latency and greater variability in response times

(100-2600ms), especially for workloads with requests in short bursts (0.25-0.5 sec-

onds between requests), or workloads with spaced out requests (64-128 seconds

between requests), as cold starts are more prevalent in these workloads. (Section

5.6).

MF-7 Serverless PCG that use pre-generation-based policies becomes more beneficial for

performance when content generation time exceeds the overhead introduced by

cold starts. This insight highlights the importance of considering the execution

time of content generation when deciding between local and serverless environments

(Section 5.6).

5.2 Overview of experiments to evaluate the system

This section gives an overview of the experiments that are executed to evaluate our system,

listed in Table 5.1. These experiments aim to evaluate the non-functional requirements
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Section Objective Mode of
Opera-
tion

Workload Type Testing En-
vironment

Metric

5.4 Scalability via
synthetic large-
scale PCG
workload

Serverless Increasing users CN, SG Response time,
throughput

5.5 Performance
between retrieval
policies

Serverless Varying dungeons SN, SG Response time,
fitness score,
duplicate rate

5.6 Measure server-
less overhead

Local,
Serverless

Varying interval be-
tween requests

SN, SG Response time

Table 5.1: An overview of the experiments used to evaluate ProcGen.
SN = Single-node headless Unity client, CN = Cluster of HTTP client nodes. SG = Serverless
generator

NFR [1-5], which are defined in section 3.2.2. We use two experimental setups, described

in more detail in section 5.3.

Our experiments differ in the mode of operation in which they run. Experiments 1

(Section 5.5) and 2 (Section 5.6) run in serverless mode only. Experiment 3 (Section 5.4)

runs in both local and serverless mode, as its objective is to compare the performance of

the two modes. Each experiment has a different workload, where experiment 1’s workload

increases the number of users (and thus requests) over time, experiment 2’s workload

varies the dungeon request configurations (desired depth and breadth of dungeons), and

experiment 3’s workload makes requests at different intervals. We have two different testing

environments, where the testing environment for experiment 1 uses a cluster of nodes

that make HTTP requests to the serverlessly deployed system, experiments 2 and 3 use

a headless Unity client on a single node that makes HTTP requests to the serverlessly

deployed system.

For each experiment, we measure a variety of metrics. Firstly, we measure the response

time of the system in milliseconds (ms). Secondly, we indirectly measure the throughput

by noting the requests per second (RPS). For experiment 2, we measure the fitness score

of the requested dungeons and the duplicate rate.

5.3 Experimental Setup

This section describes the experimental setup for our experiments. Experiment 1 uses a

cluster of VMs making HTTP calls to the serverlessly deployed abstract content generator
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of ProcGen, without running Unity. Experiments 2 and 3 use a single headless Unity node

as the client and ProcGen deployed serverlessly.

5.3.1 Experiment 1 Setup

For the serverless load testing experiments, our experimental setup is as follows. We use a

set of VMs that run Locust1, a (distributed) workload generation tool written in Python.

These VMs will send HTTP requests to the deployed serverless PCG system. We can

control the pattern of these requests through Locust. The HTTP requests are executed

directly by Locust, and not via Unity. We have chosen to directly test the deployed

serverless system through Locust, as opposed to testing it through Unity, as it allows us

to (1) leverage existing load testing tools built outside Unity, and (2) isolate only the

serverless part of the system, which is in this set of experiments the system under test.

This allows us to gain more focused and accurate results, without the overhead of running

Unity on the client side.

To make our experimental setup reproducible, we have automated infrastructure deploy-

ment through Terraform2 and automated infrastructure configuration through Ansible3.

This reproducible experimental setup is provided in a GitHub repository4.

We run our experiments on a single-core node. Thus, we run one Locust worker instance

per node. However, Locust can run thousands to tens of thousands of users per worker5.

We run the experiments using three worker nodes.

As mentioned previously, our experiments run on AWS. AWS by default has a quota of

1000 concurrent execution environments. However, for new accounts this quota is set to

a lower value of 10, which increases based on usage. Since we made a new AWS account

for this thesis, we had to request a quota increase such that our max concurrent execution

environments is equal to the default of 1000.

5.3.2 Experiment 2 and 3 Setup

For experiment 2 and 3, our experimental setup is as follows. We use a single headless

Unity node. This node is used for running the experiments in both local and serverless

mode. When the node is running locally, the node both requests content and generates it.

When the node is running serverlessly, the node only requests content and the serverlessly
1https://locust.io/
2https://www.terraform.io/
3https://www.ansible.com/
4https://github.com/misharigot/procgen-evaluation
5https://docs.locust.io/en/stable/running-distributed.html
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deployed system is generating/fetching content and sending it back to the node. The node

is run on AWS’ Elastic Compute Cloud (EC2), on a t2.micro. This node has 1 vCPU and

1GiB of RAM.

5.3.3 Reproducibility

Experiments in systems research are often comprised of complex interactions between com-

ponents, where different configurations can lead to vastly different results. Reproducibility

provides several benefits to a study. It allows other researches to more easily duplicate the

study, which allows for validation of the results. This facilitates peer review and allows

other researchers to more easily verify the claims of the study.

We have taken several measures to improve the reproducibility of this thesis. First, we

have created an open source repository containing the code that evaluates our system.

Second, the infrastructure used to evaluate our system is present as code, otherwise known

as Infrastructure as Code (IaC). We implemented this using Terraform. Third, to auto-

mate the configuration of the deployed infrastructure, we use Ansible playbooks. These

playbooks automatically install the required packages and run the experiments, after which

they report the results. Lastly, the code that plots the graphs is also provided in the form

of a Jupyter notebook written in Python. The aforementioned Terraform, Ansible and

Python code are all present in the open source repository.

5.4 Experiment 1: Scalability via Synthetic Large-Scale PCG
Workload

This experiment evaluates the scalability of our system when run serverlessly. Thus, we

evaluate the abstract content generation system run in a serverless environment.

To calculate the concurrency required by our system, we can use the following equation:

Concurrency = R×D (5.1)

Where R is the average requests per second (RPS) and D is the average duration of

each request. Since our workload has a peak load of 200 RPS, we can make an estimation

on our required concurrency if we take, for example, an average request duration of 500

milliseconds. This would give us a required concurrency of Concurrency = 200×0.5 = 100.

In practice, during our experiment the max total concurrent executions was 95.
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Number of
users (peak

concurrency)

Ramp up (users
started/second)

Number of
nodes

Wait time
between
requests in sec

2000 20 3 5 - 15 (10 avg)

Table 5.2: Overview of the experiment 1’s configuration in Locust. We use a lower number
of users than 450,000, but each user’s average request interval is 10 seconds, instead of 20
minutes.

5.4.1 Experiment Design

Our experiment use a realistic workload that simulates a game that reaches a high number

of concurrent users. This scenario can occur in the period after a game just launched and

thus reaches peak popularity. We take the very popular recently released title Helldivers

2’s peak concurrent users on Steam1 as an example. The all-time peak concurrent users

at the time of writing is around 450,000 users2. Helldivers 2 uses procedurally generated

maps that are played in sessions ranging from 10 to 40 minutes, and on average around 20

minutes. These maps can be played individually or in a group of four players. We assume

that each session generates a new map. Additionally, we assume that a fair portion of

games will consist of teams, as the game has a cooperative nature, thus averaging team

size at 2 and where the two players both share a single generated map. This results in

450,000/20/2 = 11,250 map generation requests per minute, or 11,250/60 = 187.5 requests

per second. To evaluate this scenario, we use a workload of 200 requests per second.

We simulate a workload similar to the peak workload of Helldivers 2. To this end, we use

the Locust configuration, described in Table 5.2 . While Helldivers 2 map requests have

an average interval of 20 minutes between sessions, we want to shorten the duration of our

experiment. Thus, we generate a comparable workload that ramps up to the peak of 200

requests per second by reducing the interval between requests to a range of 5 to 15 seconds,

averaging 10 seconds. With a target of 200 requests per second, this corresponds to 2000

request over a 10-second interval, which we simulate using 2000 Locust users spread across

three Locust worker nodes. Each Locust worker node increases its user count by 20 users

per second. This gradual ramp-up allows us to observe patterns in the data over time. It

would require a total of 100 seconds to reach 200 requests per seconds, or 2000 users.

1https://store.steampowered.com/
2https://steamdb.info/app/553850/charts/
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Figure 5.1: Experiment 1: Load testing our serverlessly deployed system.

5.4.2 Results

Figure 5.1 presents the results of our scalability experiment. Figure (5.1a) shows the

number of requests per second over time, while the Figure (5.1b) shows the response times

in milliseconds during the same period.

In Figure (5.1a), we observe that the system was able to handle the increasing request

rate, ramping up to 200 RPS without any observed failures. The lack of errors highlights

the system’s reliability under load. The request rate stabilizes at around 200 RPS as

expected, reflecting the target workload described in our experiment design.

The response times, shown in graph (5.1b), initially spike to around 4,500 milliseconds

at the beginning of the experiment. This spike is caused by cold starts in the serverless

environment, where the initial requests take longer due to the underlying infrastructure

requiring time to scale up to meet demand. However, after this initial spike, the response

times quickly stabilize at roughly 200 milliseconds on average, with the 95th percentile

stabilizes around 500 milliseconds. This stabilization indicates that once the serverless

infrastructure is warmed up, the system can handle high concurrent request loads efficiently.

During this experiment, the total concurrent execution environments reached a total of 97.

These results demonstrate that the system is able to scale well under high request

rates, maintaining stable and predictable performance once the initial cold start period

has passed. The system was able to handle 200 RPS without any failures, which is in line

with the target workload modeled after a real-world game scenario like Helldivers 2. These

findings indicate that the serverless architecture is suitable for supporting a procedural

content generation system in games that expect a scaling workload with bursty or peak
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Figure 5.2: Experiment 2: Performance impact of retrieval policies on the metrics latency,
duplicate rate, and fitness score

traffic patterns. However, developers should take into account the impact of cold starts

in latency-sensitive games. This could be partially mitigated by configuring pre-warmed

serverless execution environments.

5.5 Experiment 2: Performance Impact of Retrieval Policies

Our second experiment aims to assess the impact of different retrieval policies on the

latency, fitness score, and duplicate rate of our PCG system.
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5.5 Experiment 2: Performance Impact of Retrieval Policies

5.5.1 Experiment Design

We use different content retrieval policies, which consist of two factors, their fetch proba-

bility and their fitness threshold. These policies are outlined in Section 3.4, in Table 3.1.

The fetch probability is the chance that content is attempted to be retrieved from the data

store, as opposed to being generated at the time of the request. The fitness threshold is

the minimum fitness score that a content item should have to be eligible for selection by

the retrieval policy. The fitness score is explained in subsection 3.4.

The workload consists of a uniformly distributed set of 10 requests per dungeon request

configuration that ranges from a main path depth of [2, 10] (i.e, 8 different main path

depths) and a branching depth of [1, 5] (i.e., 5 different branching path depths). The

requests are made in intervals of 0.5 seconds, resulting in 8 * 5 = 40 unique dungeon

request configurations requests. With 10 requests per configuration, we make a total of

400 requests.

The data store contains 10 unique dungeons per configuration. Thus, the data store has

400 unique dungeons, or 40 unique dungeons per dungeon configuration.

In terms of metrics, for each request, we measure the latency, fitness score, and duplicate

rate. The latency indicates the time it takes between making a request for a dungeon to

the system and getting a response from the system with dungeon. This is important for

time-sensitive use cases. The fitness score of a dungeon indicates the degree to which the

requested dungeon meets the criteria defined in the request. This is important when, for

instance, the game’s difficulty is influenced by the characteristics of the retrieved content.

The duplicate rate counts the number of times a specific dungeon was already returned in a

previous request in the set of requests in the experiment. This can be important when, for

instance, duplicates would have an impact on the player’s immersion, or the replayability of

the game. We choose these three metrics to understand the trade-offs made when choosing

a specific policy, where one policy could trade a high value in one metric for a lower value

in another.

5.5.2 Results

Figures 5.2a, 5.2b, and 5.2c together illustrate how the choice of retrieval policy, defined

by their fetch probability and fitness threshold, has an impact on the three key per-

formance metrics: latency, fitness score, and duplicate rate.

Policies with low fetch probabilities consistently result in higher latencies, as gener-

ating content from scratch is computationally more intensive. This is especially clear for
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policies with a 0.0 fetch probability, with average latencies around 1000 ms. However, these

same policies excel at the metrics fitness score and duplicate rate. Generated dungeons

always result in a fitness score of 1.0 due to the design of the generator, and their duplicate

rate is 0.0, as they are always unique. The latency variability for both fetch probability of

0.0 and 0.5 is high, reflecting the varying complexity of requested dungeon configurations.

The generation process is sensitive to the request parameters, where simpler dungeons

(e.g., a short main path and shallow branching depth) take far less time to generate than

complex ones.

In contrast, policies with high fetch probabilities achieve significantly lower latency.

For instance, policies that always fetch have an average of 100ms latency, in addition to

a lower variance. This represents a tenfold improvement over purely generative policies.

However, there is a trade-off for this low latency: the average fitness score decreases, as

the retrieved content may not match as close to the requested content configuration, which

holds especially true for lower fitness thresholds. In addition, duplicate rates increase under

these policies, as retrieving the same content across requests becomes more likely.

The fitness threshold has a strong impact on the fitness score, especially for retrieval-

heavy policies. Higher fitness thresholds restrict the set of eligible data in the store,

leading to improved fitness scores, and somewhat reduced duplication. While the reduced

duplication may seem counter-intuitive, it can be attributed to the fact that the stored

dungeons are uniformly distributed across dungeon configurations/criteria. When applying

a higher fitness threshold, retrieval is limited to a narrower portion of the data store,

which reduces the likelihood of duplication. For policies that generate from scratch, the

fitness threshold shows no influence, as our content generator uses a constructive generation

approach and does not have the ability to generate loosely matching content. For higher

fitness thresholds, a slight increase in latency can be observed, which we attribute to stricter

filtering requirements.

These results highlight the inherent trade-offs between latency, fitness score, and content

uniqueness in a PCG system that blends generation and retrieval using policies. Increasing

fetch probability improves latency, at the cost of reduced fitness and increased duplication.

Meanwhile, adjusting the fitness threshold allows for control over fitness score and dupli-

cation rate, but has limited impact on latency.

Users of ProcGen must therefore choose policies that align with their use cases. When

low latency is a priority, policies with a high fetch probability are more fitting. For use

cases where content must match the desired criteria more closely, or where uniqueness is
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Figure 5.3: Experiment 3: Latency characteristics in local and serverless environments.

of importance, policies with higher generation rates and higher fitness thresholds are more

appropriate.

5.6 Experiment 3: Performance Overhead of Serverless Con-
tent Generation

This experiment, illustrated in Figure 5.3, aims to understand both the overhead in content

generation time for serverless execution, as well as the impact of cold start times.

5.6.1 Experiment Design

We request content from our system when running in both local and serverless mode, at

varying intervals between requests. For each request, we measure the response time in

milliseconds, otherwise known as the round-trip time (RTT). The x-axis plots the interval

between the requests in seconds, and the y-axis shows the time it took for a dungeon to

generate.

We execute 35 requests per benchmark, where each benchmark can run in either local and

serverless mode, with a specified request interval. These request intervals range from .25

seconds to 128 seconds, with the intervals in between the minimum and maximum chosen

such that we cover varying points along the range, without choosing intervals that would

measure the same scenario. Our envisioned scenarios would be lower request intervals (.25

to 2 seconds) which could trigger cold starts due to concurrent executions, medium request

intervals (5 seconds and 10 seconds) that could include warm starts for the majority of
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the requests, and long intervals (60 seconds, 128 seconds), that could trigger cold starts

due to execution environments being destroyed due to longer periods of inactivity between

requests.

5.6.2 Results

For the local environment, we observe that the latency remains consistently close to 2000 ms

across all intervals. The data for this group shows minimal spread, indicating that the

response time is stable and predictable. These results align with our expectations, as we

introduced a fixed delay of 2 seconds for each generation invocation.

For the serverless environment, we observe a performance overhead in latency ranging

from approximately 100 ms (P95) without cold start times (e.g., the 5-second and 64-second

intervals), to a maximum of 2600 ms (P95) for requests experiencing cold starts (e.g., the

0.5-second interval). Additionally, we observe significant variability in response times for

the workloads with a smaller interval between requests (0.25s - 0.5s). This variability is

significantly reduced for the 5-second and 64-second interval workloads, where performance

becomes more stable. However, for the workload with a larger interval between request

(128s), we observe moderate performance variability.

The observed pattern in performance variability supports our hypothesis that cold starts

would occur in two scenarios: (1) when the interval between requests is very small, as

concurrent executions will then take place in the scenario where a new requests is received

while a previous request is still being processed, and no warm start can occur due to a

lack of idle execution environments, and (2) when the interval between requests is large

enough that execution environments are being destroyed due to inactivity, requiring re-

initialization upon subsequent requests. These observations are in line with existing studies

evaluating the cold start problem, specifically on AWS Lambda (35, 36, 37).

This performance variability highlights a key consideration when leveraging serverless

computing: while it offers scalability and resource efficiency, it may not be ideal for latency-

sensitive applications with inconsistent request patterns. These results suggest that opti-

mization strategies, such as using provisioned concurrency, could help mitigate cold start

issues. An additional insight from these results is that serverless PCG is particularly ben-

eficial when local content generation time exceeds the latency overhead introduced by cold

starts, in cases where the PCG system uses retrieval policies that fetch pre-generated con-

tent. In this scenario, the relative impact of cold start delays is reduced, as serverless

execution remains faster than local generation.
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Chapter 6

Related Work

This section discusses related studies that combine procedural content generation with

serverless or cloud-based deployments. A brief description of each study is given, along

with a comparison to our work.

The system described in (38) uses a distributed system for generating planetoids. The

system consists of a central server processing gRPC or REST requests from clients for

terrain segment generation, which are then sent through a communication channel imple-

mented with Kafka as a message broker, which transmits the requests to a set of distributed

worker servers. The worker servers are able to execute the requests in parallel to improve

performance. Similar to our work, the task of generation is offloaded to the distributed

system, leveraging cloud technologies to improve scalability and performance. In contrast,

our work emphasizes ease of use with minimal operational overhead for developers, ex-

ploring trade-offs in latency, content quality and duplication, which is outside the scope of

(38)’s work.

The authors of (39) present an offloading solution implemented in Unity to improve game

performance. The system offloads game objects in Unity, where the decision to offload is

determined heuristically based on the criteria resource consumption, code dependency and

network latency. Offloaded game objects run on the server and their computed output (i.e.,

the resulting state of each game object) is sent back to the client, using a combination of

Remote Procedure Calls (RPC) and the GigE Vision Streaming Protocol (GVSP). This

approach bears some similarity to our work, where both systems aim to move computational

load away from the client device to improve performance. Furthermore, their system is

also implemented in Unity, separating concerns between local and remote components.

However, their approach differs in that they offload entire game objects at runtime, whereas

our work focuses on offload PCG tasks by dividing the system into an abstract and concrete
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generation layer. Additionally, they offload using a heuristic approach at runtime, where

our prototype implementation uses retrieval policies configured at compile-time. Finally,

our system generates abstract representations remotely, which are instantiated at the client-

side, whereas their system streams rendered output from server to client.

Kalva (40) presents a framework for adaptive game content generation systems in cloud

gaming environments, leveraging distributed AI systems. The proposed framework consists

of four main components: AI processing modules for content generation, a content pipeline

responsible for asset management, player analysis system for behavior tracking, and a

delivery mechanism for content distribution. The system uses AI methods for procedural

content generation, such as convolutional neural networks for level generation, and natural

language processing for narrative generation. While both Kalva’s and our work propose

high-level designs of PCG system running on cloud infrastructure, their focus lies on cloud

gaming platforms such as Stadia and Xbox Cloud Gaming. In contrast, our system targets

games running locally on the user’s device, using serverless infrastructure solely for abstract

content generation. Moreover, while their study provides a conceptual and architectural

overview, we offer a detailed design, an open-source implementation, and an in-depth

experimental evaluation of the system’s performance.

Donkervliet et al. (18) propose a novel architecture for modifiable virtual environments

(MVEs), such as the popular game Minecraft1, that utilizes serverless to improve scalability

and shift the developer’s focus away from managing resources and scheduling, which in their

vision could be the responsibility of cloud providers. In their vision, MVEs will become

cloud-based services that scale to millions of concurrent players, where the MVE is split

into multiple classes of services that are run as serverless functions, such as virtual world

services, game analytics, procedural content generation, and meta-gaming network services.

Our work fits in their vision, where the procedural content generation is modeled as a

separate service, allowing it to scale independently based on demand.

In (17), a design for an MVE backend architecture is presented, that uses serverless

computing to improve MVE scalability. Their system leverages serverless computing to

offload procedural generation (terrain generation), among others. This allows terrain gen-

eration to scale horizontally, independent from the monolithic game server, similar to our

work. The system caches and pre-fetches generated content based on the player’s avatar,

which indicates the likelihood of requiring certain terrain chunks in the near future due to

the player’s movement. While ProcGen also allows for fetching pre-generated content, our

system does so based on retrieval policies chosen by the game developer. Thus, ours is a
1https://www.minecraft.net/en-us
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more general approach, and game-specific retrieval policies similar to their system could

be developed for ProcGen in the future, to provide the game developer with more control

over performance metrics.
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Chapter 7

Conclusion & Future Work

Procedural content generation in games offers a time- and cost-efficient, scalable solution

to providing games with content, while enhancing replayability. Serverless computing, with

its inherent scalability, fine-grained billing, and reduced operational overhead, presents an

attractive alternative to traditional infrastructure. However, the intersection of serverless

computing and game development, particularly in PCG, remains underexplored.

In this thesis, we designed, implemented a prototype of, and evaluated ProcGen, a server-

less procedural content generation system. With this work, we identify opportunities and

challenges of combining serverless with procedural content generation in games. By divid-

ing the system up into two subsystems, where one focuses on abstract content generation,

and the other on the transformation of this abstract format into content, we achieve a

modular and scalable architecture. This chapter summarizes the contributions made in

this thesis. We answer the research questions and outline future work.

7.1 Conclusion

RQ-1 How to design a serverless procedural content generation system?

Dividing a serverless procedural content generation system into two main subsys-

tems — the Abstract Content Generation System (ACGS) and the Concrete Con-

tent Generation System (CCGS) — proved to be an effective architectural choice.

The ACGS is responsible for the generation of content in its abstract represen-

tation, and the CCGS is responsible for transforming the abstract representation

into game-specific assets. This separation of concerns allows for greater modularity

and scalability. By offloading the computationally intensive tasks to a serverless
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architecture, we can leverage the benefits of serverless, such as on demand scala-

bility, high availability, minimal operational efforts and fine-grained billing. Our

policy-based approach enables explicit control over trade-offs between latency, fit-

ness score, and duplicate rate. This flexibility allows developers to adapt content

retrieval behavior to different gameplay or performance priorities.

RQ-2 How to implement a serverless procedural content generation system?

We implemented our design for a serverless procedural content generation system as

a prototype for dungeon generation as a Unity package, employing AWS serverless

services, such as AWS Lambda, AWS API Gateway, and AWS SAM. Our prototype

demonstrated that our design allows for an efficient and extendable system, able to

generate content both in a serverless, as in a local environment. Through the use

of AWS SAM, we reduced the operational efforts required to deploy the system.

RQ-3 How to evaluate and validate a serverless procedural content generation

system?

To evaluate our designed and implemented system, we performed a set of experi-

ments with a focus on measuring performance under various load conditions and

configurations. The results showed that the system could handle high loads, success-

fully processing 200 requests per second, in line with our scalability requirements.

Additionally, we observed that cold start times (ranging from 2200-3200 ms) are

particularly relevant for shorter intervals (e.g., 0.25-0.5 seconds between requests)

and longer intervals (e.g., 64-128 seconds) between requests, due to concurrency and

the shut down of execution environments. Furthermore, retrieval policies showed

significant trade-offs, as policies with higher fetch probabilities reached lower la-

tencies of under 100 ms, but increased duplicate rates and reduced fitness score,

compared to purely generative policies. One limitation of the evaluation was the

synthetic nature of the load balancing experiments, which may not fully capture

the complex nature of real-world usage patterns.

7.2 Future Work

To further validate the system, using it in a (large-scale) commercial game would be ben-

eficial, as testing the system in real-world conditions would provide deeper insights. This

could provide information on the performance, scalability and reliability of the system in

a production environment.
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This thesis focused on dungeon generation as a prototype for serverless PCG, but other

content types could be explored. This would both validate the system and make the system

more feature-rich, which would improve the chances of users adopting the system in their

projects.

While we have implemented several content retrieval policies, there is room for further

exploration on this end. For example, policies employing machine learning models based

on usage patterns to dynamically adjust fetch probability and fitness thresholds could be

explored, to improve the performance and content quality of the system. Additionally,

policies that dynamically adjust based on system load and user demand could be investi-

gated.

While this thesis’ prototype is implemented as a Unity package, future work could ex-

plore integration with other game engines such as Unreal Engine or Godot. Due to the

separation of a concrete- and an abstract content generation (sub)system, only the imple-

mentation of the concrete system in a different game engine is required, as the response

of the abstract system is engine and language agnostic and thus the existing ACGS can

be reused. However, implementing only the concrete subsystem in a different game engine

would mean that the system can only run in serverless mode, as there is no abstract content

generation system running on the end-user’s machine.

Our system’s content data store can currently be populated by policies that store content

after they have been generated. Additionally, we perform experiments on our system when

the data store is in a predetermined state in terms of data population. However, this state

is reached artificially by manually inserting content items into the data store. In the future,

our system could be extended to provide this data automatically through e.g. scheduled

tasks. This would allow users of our system to not be dependent on usage patterns for

their data store’s population, which can have implications on the system’s performance

and the content quality/variety.
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Appendix

7.3 Abstract and Concrete Dungeon Representation

The following shows the same dungeon in both concrete and abstract representation.

Figure 7.1: An example concrete representation of a dungeon with a main path depth of 3
and a branching depth of 1.

Listing 7.1: An example abstract representation of a dungeon with a main path depth of 3
and a branching depth of 1.

1 {
2 "$id": "1",
3 "partialDungeon ": {
4 "$id": "2",
5 "dungeonRooms ": [
6 {
7 "$id": "3",
8 "anchorPos ": {
9 "$id": "4",

10 "X": 0.0,
11 "Y": 0.0
12 },
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13 "rotation ": 90,
14 "Type": 0,
15 "Blueprint ": {
16 "$id": "5",
17 "id": 0,
18 "topRight ": {
19 "$id": "6",
20 "X": 8.0,
21 "Y": 5.0
22 },
23 "doorwayBlueprints ": [
24 {
25 "$id": "7",
26 "DoorwayCells ": [
27 {
28 "$id": "8",
29 "X": 1.0,
30 "Y": 5.0
31 },
32 {
33 "$id": "9",
34 "X": 2.0,
35 "Y": 5.0
36 }
37 ]
38 },
39 {
40 "$id": "10",
41 "DoorwayCells ": [
42 {
43 "$id": "11",
44 "X": 2.0,
45 "Y": 0.0
46 },
47 {
48 "$id": "12",
49 "X": 3.0,
50 "Y": 0.0
51 }
52 ]
53 }
54 ]
55 }
56 },
57 {
58 "$id": "13",
59 "anchorPos ": {
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60 "$id": "14",
61 "X": -1.0,
62 "Y": 1.0
63 },
64 "rotation ": 180,
65 "Type": 1,
66 "Blueprint ": {
67 "$id": "15",
68 "id": 0,
69 "topRight ": {
70 "$id": "16",
71 "X": 7.0,
72 "Y": 7.0
73 },
74 "doorwayBlueprints ": [
75 {
76 "$id": "17",
77 "DoorwayCells ": [
78 {
79 "$id": "18",
80 "X": 3.0,
81 "Y": 7.0
82 },
83 {
84 "$id": "19",
85 "X": 4.0,
86 "Y": 7.0
87 }
88 ]
89 },
90 {
91 "$id": "20",
92 "DoorwayCells ": [
93 {
94 "$id": "21",
95 "X": 7.0,
96 "Y": 3.0
97 },
98 {
99 "$id": "22",

100 "X": 7.0,
101 "Y": 4.0
102 }
103 ]
104 },
105 {
106 "$id": "23",
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107 "DoorwayCells ": [
108 {
109 "$id": "24",
110 "X": 0.0,
111 "Y": 3.0
112 },
113 {
114 "$id": "25",
115 "X": 0.0,
116 "Y": 4.0
117 }
118 ]
119 },
120 {
121 "$id": "26",
122 "DoorwayCells ": [
123 {
124 "$id": "27",
125 "X": 3.0,
126 "Y": 0.0
127 },
128 {
129 "$id": "28",
130 "X": 4.0,
131 "Y": 0.0
132 }
133 ]
134 }
135 ]
136 }
137 },
138 {
139 "$id": "29",
140 "anchorPos ": {
141 "$id": "30",
142 "X": -16.0,
143 "Y": -1.0
144 },
145 "rotation ": 90,
146 "Type": 1,
147 "Blueprint ": {
148 "$id": "31",
149 "id": 0,
150 "topRight ": {
151 "$id": "32",
152 "X": 7.0,
153 "Y": 7.0
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154 },
155 "doorwayBlueprints ": [
156 {
157 "$id": "33",
158 "DoorwayCells ": [
159 {
160 "$id": "34",
161 "X": 1.0,
162 "Y": 7.0
163 },
164 {
165 "$id": "35",
166 "X": 2.0,
167 "Y": 7.0
168 }
169 ]
170 },
171 {
172 "$id": "36",
173 "DoorwayCells ": [
174 {
175 "$id": "37",
176 "X": 7.0,
177 "Y": 2.0
178 },
179 {
180 "$id": "38",
181 "X": 7.0,
182 "Y": 3.0
183 }
184 ]
185 }
186 ]
187 }
188 },
189 {
190 "$id": "39",
191 "anchorPos ": {
192 "$id": "40",
193 "X": -15.0,
194 "Y": -13.0
195 },
196 "rotation ": 0,
197 "Type": 3,
198 "Blueprint ": {
199 "$id": "41",
200 "id": 0,
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201 "topRight ": {
202 "$id": "42",
203 "X": 3.0,
204 "Y": 4.0
205 },
206 "doorwayBlueprints ": [
207 {
208 "$id": "43",
209 "DoorwayCells ": [
210 {
211 "$id": "44",
212 "X": 1.0,
213 "Y": 4.0
214 },
215 {
216 "$id": "45",
217 "X": 2.0,
218 "Y": 4.0
219 }
220 ]
221 }
222 ]
223 }
224 },
225 {
226 "$id": "46",
227 "anchorPos ": {
228 "$id": "47",
229 "X": 13.0,
230 "Y": -3.0
231 },
232 "rotation ": 270,
233 "Type": 2,
234 "Blueprint ": {
235 "$ref": "31"
236 }
237 },
238 {
239 "$id": "48",
240 "anchorPos ": {
241 "$id": "49",
242 "X": -3.0,
243 "Y": 2.0
244 },
245 "rotation ": 270,
246 "Type": 2,
247 "Blueprint ": {
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248 "$id": "50",
249 "id": 0,
250 "topRight ": {
251 "$id": "51",
252 "X": 15.0,
253 "Y": 7.0
254 },
255 "doorwayBlueprints ": [
256 {
257 "$id": "52",
258 "DoorwayCells ": [
259 {
260 "$id": "53",
261 "X": 7.0,
262 "Y": 7.0
263 },
264 {
265 "$id": "54",
266 "X": 8.0,
267 "Y": 7.0
268 }
269 ]
270 },
271 {
272 "$id": "55",
273 "DoorwayCells ": [
274 {
275 "$id": "56",
276 "X": 15.0,
277 "Y": 1.0
278 },
279 {
280 "$id": "57",
281 "X": 15.0,
282 "Y": 2.0
283 }
284 ]
285 },
286 {
287 "$id": "58",
288 "DoorwayCells ": [
289 {
290 "$id": "59",
291 "X": 0.0,
292 "Y": 1.0
293 },
294 {
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295 "$id": "60",
296 "X": 0.0,
297 "Y": 2.0
298 }
299 ]
300 }
301 ]
302 }
303 }
304 ],
305 "_numberOfRoomsOnMainPath ": 3,
306 "NumberOfRoomsOnMainPath ": 3,
307 "DesiredBranchDepth ": 1
308 },
309 "Id": 0,
310 "NumberOfRoomsOnMainPath ": 3,
311 "DesiredBranchingDepth ": 1
312 }
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